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# 依赖注入

1. 注入解耦对象的创建和使用，使得对象在使用关联对象时，不必关注和维护其创建过程；
2. 依赖注入通常有：构造注入、setter注入、静态工厂方法；

## spring注入方式有哪些？

### 构造注入

1. 通过调用含参构造器向bean中注入依赖的bean，每个参数都是一个依赖；
2. 对应构造参数为基础数据类型，可以直接注入值；
3. 如果不指定顺序，则按照配置文件中参数顺序进行注入；适用于存在多个类型相同的参数的场景；
4. 可以在配置时指定绑定的参数的名称，但是需要在编译时开启debug模式，或者通过@ConstructorProperties标签指定参数名；

### setter注入

setter注入是在调用bean对象的无参构造器或者无参工厂方法后，调用setter方法进行的注入；

### 静态工厂方法注入

静态工厂方法注入能够替代构造注入；允许对私有构造器的bean进行注入；静态工厂方法注入对象的类型并不一定要和实际包含对象的类型一致；

|  |
| --- |
|  |

## 如何选择注入方式？

1. 构造注入和setter注入可以同时使用，构造注入适合于强制注入的场景，而setter适合于选择性注入的场景；通过在setter方法上添加@required注解能够标识属性为必需注入的属性；
2. Spring团队倡导优先使用构造注入，因为构造注入能够将组件变为不可变对象，同时确保必需注入的属性非空；同时，如果构造注入的参数很多，也可以用来判断类的职责是否过多，可以推动重构进行；
3. Setter注入仅在需要进行选择性注入的场景下使用，能够为对象提供默认值；setter注入的好处是能够将注入延迟，不必在创建bean对象时就进行注入；

## Bean的注入过程是怎样的？

1. 通过元数据创建和初始化ApplicationContext；
2. 每个bean注入的对象都以属性、构造器参数、静态工厂方法参数形式进行注入；
3. 每个属性或者构造器参数可以被定义为一个值的集合或者一个对容器中bean对象的引用；
4. 值类型的属性或者构造器参数将被IOC自动转换为java内建类型；比如：int,long,String,boolean等；
5. spring会在容器创建的时候就对所有bean的配置进行校验，但bean属性的注入直到其真正被创建后，才会注入；
6. singleton域或者预初始化的bean对象都会在容器创建时，被初始化；其它bean将会延迟在被用到时才创建和初始化；
7. 一个bean对象的创建会引起一个bean对象图的创建，包括直接依赖的bean以及bean属性依赖的bean；

### 如何解决环形依赖？

1. 使用构造注入有可能产生环形依赖的场景，IOC会在运行时检测环形依赖，如果存在，则抛出BeanCurrentlyInCreationException异常；
2. 避免环形依赖导致的问题，可以使用setter注入，setter注入允许存在环形注入；
3. 构造注入产生环形依赖的场景是：两个对象在创建时，都依赖彼此，形成矛盾，故不允许；
4. setter注入产生环形依赖的场景是：两个对象互相调用彼此的方法，这种情况属于双向关联关系，允许存在；

## 注入配置详解

通过xml注入主要通过<property>和<constructor-arg>两个标签；

### 直接注入值

通过在xml配置文件中写入字符串值的方式注入；spring会根据默认约定将字符串转换为具体的bean对象；

#### 普通方式

|  |
| --- |
|  |

#### p标签

|  |
| --- |
|  |

#### 映射java.util.Properties对象

|  |
| --- |
|  |

### 注入引用对象

|  |
| --- |
|  |

### 子容器包装父容器bean

当系统中同时存在父容器和子容器时，可以通过parent属性包装父容器中的bean到子容器中使用；子容器中的同名bean相当于是一个代理；

|  |
| --- |
|  |

### 内部bean

可以直接在<properties>标签中定义<bean>，称为内部bean；内部bean仅可以被外层bean使用，不需要id/name/scope属性；

|  |
| --- |
|  |

### 集合

list/map/set/props标签对应List/Map/Set/Properties类型集合；集合中的value可以嵌套取值，类型包括：bean | ref | idref | list | set | map | props | value | null；

|  |
| --- |
|  |

#### 合并父类bean的集合

bean配置中abstract属性为true，表示当前bean的配置是一个抽象配置，仅用于抽取存放某一类bean的公共配置；当子类中的集合merge属性为true时，子bean会覆盖父bean中同名的元素值；

|  |
| --- |
|  |

#### 强类型集合

|  |
| --- |
|  |

### 空值和空字符串

1. 空字符串

|  |
| --- |
|  |

1. 空值

|  |
| --- |
|  |

### P标签

p标签用来简化<property>标签的配置；

**注：**当属性值为引用时，需要在属性后面跟-ref，表明是引用名；使用p标签能够简化xml配置，但是会和以ref结尾的bean冲突；需要事先约定好命名规范；

|  |
| --- |
|  |

### C标签

C标签用来简化<constructor-arg>的配置;

|  |
| --- |
|  |

### 嵌套属性名

|  |
| --- |
|  |

### depends-on属性

1. 有些场景下，依赖关系并不会通过配置文件显式给出，但是一个bean的初始化需要等待某个bean初始化完成后才能进行；depends-on属性提供了对该功能的支持，能够强制约束bean在初始化一个或多个指定的bean后，进行初始化；
2. 在容器销毁时，会先销毁带有depends-on配置的bean，因而能够控制销毁对象的顺序；

|  |
| --- |
|  |

### 延迟初始化

1. 默认情况下，ApplicationContext启动时只会创建并配置singleton域的bean，作为初始化流程的一部分；预初始化能够在一开始检查出配置和周边环境的问题；
2. 在有些场景下，可能会要求bean延迟到第一次使用时在进行初始化，比如：某个占用资源的大对象，只在真正使用时候，才去创建，避免过早的占用资源；
3. lazy-init属性用来指定bean是否延迟初始化；
4. 当指定lazy-init属性的bean被未指定该属性的singleton域的bean依赖，则lazy-init属性无效；
5. 可以通过在<beans>标签中指定default-lazy-init属性来指定其中所有bean默认的lazy-init属性；

|  |
| --- |
|  |

## 什么是自动装配？

### 自动装配的优点：

1. 减少注入配置参数；
2. 能够在对象演进过程中方便更新；
3. 装配模式分为4种：

|  |  |
| --- | --- |
| **模式** | **描述** |
| no | 默认，不进行自动注入； |
| byName | 通过属性名称注入； |
| byType | 通过属性类型注入；适合一种类型仅有一个bean的情况；   1. 当前类型在容器中超过1个bean时，报错； 2. 容器中没有当前类型bean时，无操作； |
| constructor | 构造注入，类似于byType；  如果没有和构造参数类型相同的bean存在，则报错； |

### 自动装配的缺点

1. 自动注入会被明确依赖关系的精确注入覆盖；
2. 不能注入基础数据类型，如：数值类型、字符串等；
3. 注入关系不明确，容易引起二义性；
4. 不便于通过工具生成文档；

解决措施：

1. 放弃使用自动装配，使用精确注入代替；
2. 避免使用注入，将autowire-candidate属性设置为false;
3. 通过primary属性指定一个基础候选bean；
4. 实现更加细粒度的注入控制；

### 设置bean不参与自动装配

通过将<bean>中的autowire-candidate属性设置为false，能够使当前bean不参与自动装配；也可以通过<beans>中的default-autowire-candidates指定一个或多个注入匹配的模式字符串；

设置bean不参与自动装配，指的是bean不能被当做自动装配的候选，但bean本身装配时，仍然可以使用自动装配；

## 如何解决singleton依赖proto域Bean的问题？

问题：正常情况下，对于相同生命周期的bean，在注入时，直接使用被依赖bean作为依赖bean的属性；但是，对于生命周期不同的bean，比如：一个singlton的bean在每一次方法调用时，都会使用一个非singleton（prototype）的bean；而通过属性注入的bean，只有一个；

解决方法：

1. 放弃部分注入特性，方法执行时，每次通过ApplicationContext的getBean(beanName)方法获取prototype的对象；缺点：增加了和spring框架的耦合；

|  |
| --- |
|  |

1. 方法注入：

方法注入的使用动机：<https://spring.io/blog/2004/08/06/method-injection/>

### lookup方法注入

lookup方法注入，允许重写容器中bean的方法，并返回指定bean作为结果；spring通过使用CGLIB库的字节码生成技术来动态生成重写父类方法的子类；

|  |
| --- |
| 注：lookup方法注入，使用注意事项   1. 被重写的类和方法不能够被标记为final类型； 2. 单元测试时，需要通过stub自己实现抽象方法； 3. lookup方法不能够作用于工厂方法或标记为@Bean的方法；因为容器无法控制bean实例的创建，因而，也就不能创建bean的子类； 4. 使用方法注入的bean不能被序列化； |

示例：

|  |
| --- |
|  |

**注：**上述示例中，如果command的scope为singleton，则commandManager的createCommand方法每次返回的都是同一个bean；

## 如何重写bean的方法？

spring允许对被管理bean中的方法进行重写，使用其它方法进行替换；

示例：

|  |
| --- |
| 待替换方法的bean：  重写方法的bean，需要实现org.springframework.beans.factory.support.MethodReplacer  接口    xml配置： |